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There are predefined areas and people in charge of these areas.
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- **Execution**
  - duration: EInt

- **Responsibility**
- **Person**
- **Availability**
  - hours: EInt
  - week: WEEKS
A Real-World Example: Metamodels

There are predefined areas and people in charge of these areas.

A test schedule maps executions to availabilities.
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- t: Task
- p: Person
- e: Execution
- a: Availability

\[ e.\text{duration} \leq a.\text{hours} \]
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In general, anyone can do anything as long as they have the time for it…
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Only test things that are not in your area of responsibility?
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Or perhaps being an expert makes you the best tester possible?
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A Real-World Example: Allocation Rules

Should the same person test as many executions of the same task as possible? Or is this a terrible idea?
A Real-World Example: Allocation Rules

e.duration \leq a\.hours
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Similar Application Domains

1. Allocation Engineering:
   - Tasks to resources
   - Programs to ECUs
   - Functions to nodes in a network
   - ...

2. Traceability Maintenance:
   - Suggest traceability links
   - Check manually created traceability links
   - Flag “suspect links” after changes

3. Model Synchronisation:
   - Start with existing, independently created models
   - Identify inconsistencies
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Generalisation of the approach to other consistency management tasks (work in progress)
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Which candidates will be part of the solution?

\[\vec{x} \in \mathbb{Z}_2^n\]
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Step 2: Derive ILP

\[ \max \vec{c} \cdot \vec{x} \]

E.g., prefer assigning multiple executions of the same task to the same person

\[ \vec{c} \in \mathbb{R}^n \]

Domain-specific weights for each candidate

\[ A\vec{x} \leq \vec{b} \]
Step 2: Derive ILP

\[
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A \vec{x} \leq \vec{b}
\]

Constraints to ensure that the chosen solution is in the language of the TGG.
Step 2: Derive ILP

\[ \text{max } \overrightarrow{c} \cdot \overrightarrow{x} \]

\[ A \overrightarrow{x} \leq \overrightarrow{b} \]

- \( e': \) Execution
- \( a': \) Availability
- \( t: \) Task
- \( p: \) Person
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Step 2: Derive ILP

\[
\max \quad \vec{c} \cdot \vec{x} \\
A \vec{x} \leq \vec{b}
\]

E.g, let’s assume all candidates for creating this link are:

\[x_1, x_2, x_3\]

All such inequalities are collected to form:

\[A \in \mathbb{R}^{m \times n}, b \in \mathbb{R}^n\]

This candidate requires at least one of them to exist:

\[x_4 \Rightarrow x_1 \lor x_2 \lor x_3\]
\[x_4 \leq x_1 + x_2 + x_3\]

e.duration \leq a.hours
Step 3: Solve (Optimise) ILP and Interpret Solution

\[
\begin{align*}
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\vec{x} & \geq \vec{x}^* \\
\end{align*}
\]
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\[
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A\overrightarrow{x} \leq \overrightarrow{b}
\]

This step exploits mature ILP solvers
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\[ \mathbf{x}^* \]
Step 3: Solve (Optimise) ILP and Interpret Solution

Our approach is tolerant in the sense that we can determine partial solutions (all variables are set to 0 in the worst case)
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Normal initial (batch) fwd and bwd transformations; but now complete, tolerant, and optimal wrt. to an objective function.
All definitions, proofs, and most parts of the implementation can be formulated generically and configured for each case using the entries in this table!